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Abstract
Large-scale agile development has gained widespread interest in the software
industry, but it is a topic with few empirical studies of practice. Development
projects at scale introduce a range of new challenges in managing a large number
of people and teams, often with high uncertainty about product requirements and
technical solutions. The coordination of teams has been identified as one of the
main challenges. This study presents a rich longitudinal explanatory case study of
a very large software development programme with 10 development teams. We
focus on inter-team coordination in two phases: one that applies a first-generation
agile development method and another that uses a second-generation one. We
identified 27 coordination mechanisms in the first phase, and 14 coordination
mechanisms in the second. Based on an analysis of coordination strategies and
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mechanisms, we develop five propositions on how the transition from a first- to a
second-generation method impacts coordination. These propositions have implica-
tions for theory and practice.

Keywords Large-scale agile development .Coordinationmechanisms . Inter-teamcoordination .

Multiteam systems . Software development process . Software engineering

1 Introduction

Coordination is a fundamental challenge in software engineering. Kraut and Streeter (1995, p.
69) stated that ‘While there is no single cause of the software crisis, a major contribution is the
problem of coordinating activities while developing large software systems’. In software
development, a multitude of dependencies must be managed in a context with high uncertainty
about products and technology. Previous studies have focused on coordination in traditional
software projects, in global software development and, recently, in agile development.

In the mid-2000s, software engineering research focused on global software engineering, in
which coordination amongst distributed teams was a key challenge. The congruence between
dependencies and coordination actions is critical both in well-known contexts and in contexts
with high uncertainty (Cataldo and Herbsleb 2012). However, an open question concerns what
practices are effective. In the paper entitled Global Software Engineering: The Future of
Socio-technical Coordination, Herbsleb (2007, p. 9) stated that while ‘we currently have a
number of individual solutions, such as tools, practices, and methods,… we understand as yet
very little about the tradeoffs among them, and the conditions of their applicability’.

In recent years, software engineering research has concentrated mainly on agile software
development methods (Dingsøyr et al. 2012; Hoda et al. 2018), in which development is
organized as teamwork. Pries-Heje and Pries-Heje (2011) attributed the success of the agile
method Scrum to its flexible and efficient coordination structures, its shared list of work tasks
in a product backlog and sprint backlog, daily meetings within the team and the use of a visual
board to show the status of work. Strode et al. (2012) proposed a coordination model for co-
located agile teams, with a focus on synchronization within an agile team, proximity that
allows for face-to-face communication and activities targeted at external stakeholders, which
she referred to as boundary spanning.

Large IT projects with 10 or more development teams are increasingly using agile methods.
Empirical studies show challenges with coordination breakdowns (Bick et al. 2018), lack of
awareness and a mismatch between advice in methods and coordination needs over time
(Dingsøyr et al. 2018c). Dependencies undermine autonomy, which is essential for agile
development teams (Biesialska et al. 2021).

Existing theory is not sufficient to explain coordination in this context, as large-scale agile
development has characteristics that differ from those of traditional organizations and distrib-
uted development in terms of relying on oral communication, working in teams and frequent
changes in coordination mechanisms over time (Dingsøyr et al. 2018a). A systematic literature
review on large-scale agile methods reports coordination challenges in large-scale agile
development, including synchronizing teams, dealing with communication overload and
reducing external distractions (Edison et al. 2021).

Large-scale agile development projects are critical for organizations, representing signifi-
cant costs and risks. Coordination is critical for project success and on-time delivery (Kula
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et al. 2021). The scientific community must provide insight into and advice on coordination in
this particular context. Strategies for coordination are described in development methods, and
improving our understanding of the effectiveness of these approaches and in which contexts
they are effective is essential.

Today, many organizations are changing their approach to large-scale development from
what we will define as first-generation large-scale agile methods (Section 2.2.1), which
combine practices from project management and agile methods, to more tailored second-
generation large-scale agile development methods (Section 2.2.2), which replace practices
from project management with practices tailored for managing software development. This
change leads to a different approach to coordination, replacing previous solutions, practices
and tools. Understanding how the new generation of methods impacts project success is
critical. This article focuses on coordination as a significant factor influencing overall project
success. More precisely, we examine coordination between teams, which is described in the
literature on large-scale agile development as inter-team coordination (Edison et al. 2021).

In the following, we present a study of a very large development programme at the
Norwegian Labour and Welfare Administration (NAV) with a total cost of about EUR 75
million. The programme, which developed a new solution to automatically process applica-
tions for parental benefits, lasted from 2016 until 2019 and had 10 teams working in parallel on
development for a long period. We will describe two phases of development, in which a first-
generation large-scale agile method was used in the first phase and a second-generation large-
scale agile method was applied in the second. We answer the following research question:

How is the inter-team coordination strategy impacted by a change from the first- to
second-generation large-scale agile development methods?

This study makes the following three contributions to the literature on coordination in large-
scale agile development:

1. Provide a rich empirical description of coordination in a large-scale agile development
programme

2. Provide a conceptualisation of methods for large-scale agile development from the first to
the second generations

3. Develop a novel theory on the impact of the transition from the first- to second-generation
methods on coordination

For the first contribution, a rich description enables readers to make up their own minds
on what is relevant in their own situation, provides readers with more background to
understand the context of the findings, and also broadens possible use of the study for
example in teaching, where students need to build an understanding of industry practice.
The second contribution will primarily be helpful for the scientific community in order to
distinguish between different types of large-scale development methods studied. For the
third contribution, in software engineering, ‘we have very few explicit theories [that can]
explain why or predict that one method … would be preferable to another under given
conditions’ (Johnson et al. 2012). In particular, there are few theories with an empirical
basis (Sjøberg et al. 2008); indeed, ‘most studies in software engineering pay little or no
attention to theory development, and very few studies are based on existing theory’ (Stol
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et al. 2016). By developing novel propositions, we provide a contribution towards a
theory to understand the impact of large-scale agile methods on coordination.

Section 2 presents the background on large-scale agile development, the definitions of first-
and second-generation large-scale agile development methods and an up-to-date literature
review of previous relevant work on coordination organized after a model of coordination
effectiveness. Section 3 describes the design of the longitudinal explanatory case study, while
Section 4 provides a rich description of the programme organization and the findings on
coordination for each phase. Section 5 presents coordination in the phases and develops five
propositions to answer the research question (shown in Table 10). We also discuss the main
limitations. In Section 6, we conclude, show implications for theory and practice and suggest
further work.

2 Large-Scale Agile Development and Coordination

Large-scale agile development has drawn significant interest from practitioners (Dingsøyr
et al. 2019b) and researchers (Edison et al. 2021; Uludağ et al. 2021), and several new
methods, such as the Scaled Agile Framework (SAFe), Large-Scale Scrum (LeSS) and the
Spotify model, have been proposed.

We first describe large-scale agile development and first- and second-generation
methods. Section 2.2. focuses on coordination—its definition, mechanisms for coor-
dination and a coordination model. We also introduce coordination effectiveness and
strategy (choice of coordination mechanisms). Then, we present prior studies on
small- and large-scale coordination. Section 2.3 provides research findings on the
coordination mechanisms used in large-scale agile development. The presentation is
organized after three coordination modes (groups of mechanisms), which are described
in Section 2.2.1.

2.1 Large-Scale First- and Second-Generation Agile Methods

Large-scale agile development projects or programmes typically involve many devel-
opers, many interdependencies and large products, which take a significant time to
complete at a substantial cost (Rolland et al. 2016). Dikert et al. (2016, p. 88) defined
large-scale agile development as involving ‘software development organisations with
50 or more people or at least six teams’. We use the term ‘very large-scale agile
development’ to describe ‘agile development efforts with ten or more teams’
(Dingsøyr, Fægri, and Itkonen 2014). If each team has seven members, the project
will involve 70 team members and will have the characteristics described above. In
these projects, most of the challenges associated with scale become evident. We use
the term ‘programme’ to refer to a collection of related projects.

There is a growing academic literature on large-scale agile development, after it appeared as
a new topic in the discourse on agile development in the mid-2000s (Hoda et al. 2018). A
literature review identified 191 studies, which were mostly experience reports (Edison et al.
2021). The review shed light on the underlying reasons for the interest in large-scale agile
development and the need for alignment and cohesion across many teams, interdependencies
between software development and other organizational functions, and the trend towards
product delivery at scale.
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In the special issue on large-scale agile development in IEEE Software, Dingsøyr et al.
(2019b) described two waves of development methods.1 We think that referring to these waves
as the first and second generations of large-scale agile development methods is conceptually
clearer because generations represent a more fundamental change that keeps living when the
next generation arrives, while waves are short-lived.

Early advice on agile methods indicated that they are best suited for co-located teams
developing software that was not safety critical (Williams and Cockburn 2003). For larger
development efforts, Boehm and Turner (2003) recommended balancing traditional2 and agile
development methods.

2.1.1 First-Generation Methods

First-generation large-scale agile development methods combine agile methods at the team
level with traditional project management frameworks, such as the Project Management Body
of Knowledge (Duncan 2017) or Prince2 (Bentley 2010). Many refer to these methods as
hybrid approaches (Bick et al. 2018). Project management frameworks enable a wrapping on
the development process using traditional engineering approaches. This can serve as an
interface to a more traditionally minded organization or customer. The frameworks are process
centric, rely on formal communication and individual roles, divide work into phases like in the
waterfall model and are oriented towards a bureaucratic organization (Nerur et al. 2005).

An example is the first published case study on large-scale agile development, which
showed a combination of the Project Management Body of Knowledge with the agile method
Scrum (Batra et al. 2010). This project for an American cruise company had a final cost of
USD 15 million and involved 60% changes in requirements during execution, but it was still
able to deliver in terms of time, cost and quality. The study pointed out the need for structure in
the project management framework because the project was large, strategically important, time
critical and distributed, while the combination with agile methods was necessary to handle
unforeseen events and changes in requirements.

Another example showing how a model inspired by Prince2 was combined with Scrum is a
Norwegian State Pension Fund programme with a total cost of around EUR 140 million. The
programme was organized into four main projects: an architecture project, a business project, a
development project and a test project. At most, 12 development teams worked in parallel,
with the releases organized into the phases of needs analysis, solution description, construction
and approval (Dingsøyr et al. 2018b). A team would often work on three releases in parallel,
one under approval, another under construction and a third being planned. Scrum practices
were followed at the team level, such as sprint planning, daily meetings, sprint backlog and
team retrospectives. Demonstrations were held every three weeks in one meeting for all teams.
The programme developed around 2500 user stories, organized into about 300 epics and with
12 releases.

1 The term ‘wave’ is also used in white papers by practitioners like Charlie Rudd (accessed April 2022:https://
www.solutionsiq.com/resource/white-paper/the-third-wave-of-agile-2/) and Steve Denning (Accessed April
2022: https://www.forbes.com/sites/stevedenning/2017/02/10/beyond-agile-operations-how-to-achieve-the-holy-
grail-of-strategic-agility/?sh=5167e5982b6a) but then focusing more broadly on agility and not large-scale agile
development methods.
2 Some, such as the Agile Alliance and Project Management Institute’s ‘Agile Practice Guide’ use the word
‘predictive’ rather than ‘traditional’.

Empirical Software Engineering            (2023) 28:1 Page 5 of 49     1 

https://www.solutionsiq.com/resource/white-paper/the-third-wave-of-agile-2/
https://www.solutionsiq.com/resource/white-paper/the-third-wave-of-agile-2/
https://www.forbes.com/sites/stevedenning/2017/02/10/beyond-agile-operations-how-to-achieve-the-holy-grail-of-strategic-agility/?sh=5167e5982b6a
https://www.forbes.com/sites/stevedenning/2017/02/10/beyond-agile-operations-how-to-achieve-the-holy-grail-of-strategic-agility/?sh=5167e5982b6a


2.1.2 Second-Generation Methods

In recent years, we have seen what we call a second generation of large-scale agile develop-
ment methods, in which much of the advice from project management frameworks is replaced
by lessons learned from digital product development. These methods include SAFe, Scrum-at-
scale, Disciplined Agile Delivery, LeSS, and the Spotify model (Dingsøyr et al. 2019a; Edison
et al. 2021). In contrast to first-generation methods, these approaches embrace ideas from the
agile community and bring in new insights from lean product development. They focus more
on the product than the process, making greater use of informal communication, an evolu-
tionary delivery model and an organic organization to encourage cooperative social action
(Nerur et al. 2005). The management style is more oriented towards collaboration. The
methods define principles built on ideas in the agile community (Baham and Hirschheim
2021) and prescribe the organization of large projects by relying mainly on teams; release
planning and architecture through roadmaps and guidelines; collaboration with customers by
involving them or end users at different levels; and typical practices for inter-team coordina-
tion, such as scrum of scrums meetings, and for knowledge sharing, such as communities of
practice.

As an example, the multicase study of introduction of SAFe in the global telecommunica-
tions company Comptel (Paasivaara 2017), describes practices at team, program and portfolio
level. The study describes organization of work as planning with epics on portfolio level,
where tasks were given to programs, called “agile release trains”. Development was done in
“product increments”. Each increment started in the cases with a two day planning session,
which was followed by development for 10 weeks. There were new roles at this level, such as
product manager, system architect and release train engineer. The release train engineer
prepared and led product increment planning, Scrum of Scrum meetings and “took care of
the improvement items and metrics” (Paasivaara 2017, p. 4). Teams adopt an agile method as
Scrum or Kanban, and in the cases worked in two-week iterations. Of two cases studies, one
had 14 teams and the other 12 teams. There were also two platform teams serving both cases.
Teams were cross-functional with 5–10 members. There were regular community meetings
between product owners.

2.2 Coordination

Why is there a need to coordinate? A widely used literature review on coordination studies
describes coordination as the organizational arrangements that allow individuals to ‘realise a
collective performance’ (Okhuysen and Bechky 2009). Collaboration and communication are
considered indispensable in coordination but are separate concepts. We subscribe to this
understanding of coordination in the following, but we will use Malone and Crawston’s
(1994, p. 90) definition of coordination as the ‘management of dependencies’.

An analysis of dependencies in agile development teams resulted in a taxonomy with three
main groups: knowledge, process and resource dependencies (Strode 2016).

& Knowledge dependencies are defined as the pieces of ‘information required for a project to
progress’ and include knowledge about requirements, expertise (technical or task knowl-
edge), historical knowledge about past decisions and knowledge about task allocation
(who is doing what).
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& Process dependencies are defined as ‘task[s that] must be completed before another task
can proceed’, including activities and business processes.

& Resource dependencies occur when ‘an object is required for a project to progress’.
Examples are the availability of a resource (person, place or thing) and technical depen-
dencies, such as interactions with another technical component in the software system.

Dependencies are managed through coordination mechanisms. Mintzberg (1989) identified
direct supervision and standardization of work, outputs, skills and norms as central coordina-
tion mechanisms.

Coordination in organization research initially focused on static mechanisms in well-
predictable environments. The dynamic aspects of coordination were described as mutual
adjustment mechanisms—coordination based on feedback. Several scholars have criticized an
overly static view of coordination and proposed a dynamic understanding of it (Okhuysen and
Bechky 2009). Jarzabkowski et al. (2012) suggested a model in which the absence of
coordination leads to the creation of new patterns of coordination which are stabilized. Given
the focus on flexibility in work processes, changes in requirements and technology, software
development is a field in which coordination is likely to be very dynamic (Dingsøyr et al.
2018c).

We elaborate on how we coordinate through a coordination model, describe traditional and
agile approaches to coordination and then further describe agile approaches for small and
large-scale projects. Next, we present findings to date on three modes of coordination in large-
scale agile development.

2.2.1 How do we Coordinate?

Strode (2012) presented a coordination model in small-scale agile software development
projects based on the previous work by Espinosa et al. (2007) (see Fig. 1). We adopt this
model for large-scale coordination, with a focus on inter-team coordination instead of coordi-
nation within teams.

Coordination effectiveness is one of the many factors contributing to overall project
success. Effectiveness is defined as the ‘state of coordination achieved in a project given the
execution of a particular coordination strategy’ (Strode et al. 2012, p. 1233) and encompasses
implicit and explicit components. The implicit component is based on the literature on

Fig. 1 Coordination strategy, coordination effectiveness and influence by project complexity and uncertainty
(model from Strode (2012)
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teamwork and coordination. It requires that project members understand the overall project
goal and how tasks contribute to its realization, the overall idea about the project’s status, the
tasks to work on, the tasks that others are working on and where expertise is located in the
project organization. The explicit component is that persons and artefacts are in the correct
place at the correct time ‘and in a state of readiness for use from the perspective of each
individual involved in a project’ (Strode et al. 2012, p. 1233).

How can we tell if coordination is not working? The late discovery of dependencies can
lead to rework, for example, when integrating components from several teams and realizing
that a new feature in one module is causing unexpected errors in another. Other problems
could be due to several teams working simultaneously in the same part of the code base, which
causes many merge conflicts in the code and could have been avoided if one team had delayed
working in this part. There could be challenges with alignment, that some individuals or teams
work on low priority tasks. If coordination is working well, it should be evident in constant
progression on work tasks, unless there are other obstacles to progress. However, if a project
invests too much in coordination, coordination mechanisms could be perceived as requiring
too much time. If team members complain that specific meetings are not useful, this could
signify a too heavy investment in coordination. Nevertheless, it could also be that meetings are
not managed well and do not work effectively as coordination mechanisms.

The coordination strategy involves selecting a group of coordination mechanisms that
manage dependencies in a situation (Strode et al. 2012). We use the term ‘coordination
strategy’ more strictly than Berntzen et al. (2021) did, who described autonomous teams and
technical architecture as strategies. We define coordination mechanisms in line with Van de
Ven (1976), who identified three broad modes of coordination mechanisms:

& Group mode –mutual adjustment based on new information through feedback in meetings
that can be either scheduled or unscheduled

& Personal mode –mutual adjustment through feedback but between two people at the same
organizational level (personal, horizontal) or at different levels, such as a developer and a
subproject manager (personal, vertical)

& Impersonal mode – use of ‘codified blueprints of action’, such as those in ‘pre-established
plans, schedules, forecasts, formalised rules, policies and procedures, and standardised
information and communication systems’ (Van de Ven et al. 1976, p. 323)

Choosing a coordination strategy involves finding a good set of coordination mechanisms that
correspond to a project’s complexity and uncertainty in a given situation. When describing a
situation, we use the characteristics that determine coordination mechanisms, as Van de Ven
et al. (1976) argued:

& Task uncertainty – This is the ‘difficulty and variability of work undertaken by an
organisational unit. Higher degrees of complexity, thinking time to solve problems, or
time required before an outcome is known all indicate higher task uncertainty’ (Dingsøyr
et al. 2018c, p. 66).

& Task interdependence – This is defined as ‘the extent to which people in an organisational
unit depend on others to perform their work. A high degree of task-related collaboration
means high interdependence’ (Dingsøyr et al. 2018c, p. 66)
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& Size of the work unit – This refers to ‘the number of people in a work unit. Increases in
participants in a project or program mean an increase in the size of the work unit’
(Dingsøyr et al. 2018c, p. 67).

2.2.2 The Traditional and Agile Approaches to Coordination

Agile software development methods are designed to cope with change and uncertainty in
small teams. They ‘de-emphasise traditional coordination mechanisms such as forward plan-
ning, extensive documentation, specific coordination roles, contracts, and strict adherence to a
pre-defined specified process’ (Strode et al. 2012, p. 1222). Instead, they rely on synchroni-
zation through activities and artefacts, structure through proximity and substitutability of team
members, and boundary spanning across teams (Strode et al. 2012). Table 1 shows the key
differences between the traditional and agile approaches to coordination.

Pries-Heje and Pries-Heje (2011) attributed the success of the agile method Scrum to its
flexible and efficient coordination structures. Agile methods also seek to move decision
authority to the team level and rely on rough long-term plans and detailed short-term plans
to increase adaptability to change (Xu 2009). This impacts who handles the components of the
coordination strategy. In a position paper, Dingsøyr et al. (2018a, p. 82) stated that ‘the
complexity of large-scale agile development calls for rethinking coordination, emphasising
characteristics such as oral communication, work in teams, a high level of interdependencies,
uncertainty in tasks, many people involved, many relations between individuals and that
coordination needs change over time’.

2.2.3 Coordination in Agile Development from the Small to Large Scales

An agile development team typically consists of five to nine members who work full time and
are co-located. Boehm (2002) described the “home ground” for agile methods as smaller teams
and products, seeking to provide rapid value in a context where refactoring is inexpensive and
requirements may change rapidly. There are few communication channels in this context, and
much of the management of dependencies can be done through feedback. Such feedback can
go through the personal mode either directly between two team members (personal, horizontal)
or in the whole team through scheduled meetings, as defined in Scrum (Schwaber and Beedle
2001). These meetings include daily iteration planning, iteration review and iteration
retrospective meetings. Alternatively, the feedback can be given through unscheduled
meetings, such as an extension of the daily meetings if these meetings identify an obstacle
to project progress. Sharp and Robinson (2007, 2010) explained coordination in agile devel-
opment as making collaboration easy because team members are very aware of others’ work,
the overall project progress, and the state of the code base. They identified two key artefacts for

Table 1 The traditional versus agile approaches to coordination (adapted from (Strode et al. 2012)

Traditional Agile

Forward planning Synchronization through activities and artefacts
Explicit documentation Face-to-face communication (proximity)
Roles Autonomous teams
Pre-defined processes Boundary spanning across teams
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coordination and collaboration: story cards with a description of work tasks (typically in the
form of a user story) and a physical board that shows the work status in the current iteration. A
study of artefacts used in the coordination of agile teams shows additional artefacts not
described in agile development textbooks, such as a textual description of the business case,
the contract and a wireframe mockup in the early development stages (Zaitsev et al. 2020) (see
Strode (2012) for an in-depth discussion of coordination at the team level).

As projects grow in size, there will likely be more dependencies to manage. A study on
teams’ coordination needs in large-scale software development projects found that project-,
team- and task-related characteristics impact teams’ coordination needs. The satisfaction of
these needs seems to influence teams’ performance (Sablis et al. 2021). In another study, the
coordination practices within and between Scrum teams were described as positively
impacting delivery predictability in large projects (Vlietland et al. 2016). In globally distrib-
uted software development teams, Stray and Moe (2020) found significantly larger team sizes
than those of co-located teams, and people working in distributed teams spent somewhat more
time in meetings per day. A quantitative analysis of 71 SAFe projects from the company Rally
found that dependencies were explicitly declared for about 10% of user stories (Biesialska
et al. 2021). These dependencies were indicated in a lifecycle management tool by product
owners, scrum masters or developers. The study emphasized that ‘the volume of unidentified
dependencies is not known’ in the analysis (Biesialska et al. 2021, p. 27). Another study on
several large-scale projects found that team members, on average, spent 1.1 hours a day in
scheduled meetings and 1.6 hours per day on ad hoc communication and unscheduled
meetings (Stray 2018). A finding from the exploratory study of the Perform programme with
12 development teams (Dingsøyr et al. 2018b) was that several unforeseen dependencies had
to be managed, although the technical architecture and work organization were considered to
minimize dependencies between teams.

Studies of multi-team systems in which many teams work together to solve larger tasks
indicate that intra-team coordination (within teams) is vital for coordination between teams
(inter-team coordination) (Firth et al. 2015). However, for teams’ overall performance, inter-
team coordination is most important (Marks et al. 2005).

2.3 Inter-Team Coordination

Inter-team coordination is a topic that has been given much attention in the literature on large-
scale agile development (Bass 2019; Bjørnson et al. 2018; Dingsøyr and Moe 2013). A survey
on coordination in large-scale software teams found that respondents hoped for more effective
and efficient communication (Begel et al. 2009). The challenges identified across existing
large-scale agile development methods are described in a systematic literature review on large-
scale agile methods (Edison et al. 2021). These challenges include synchronizing across
dynamic and fast-moving teams, addressing meeting overload (communication overload,
external distractions), decreasing the many handovers between teams as a result of end-to-
end development and maintaining transparency across a high number of teams.

Coordination challenges are shown in a case study of a large-scale hybrid development
programme with 13 teams in a large enterprise software house (Bick et al. 2018). This
programme had participants from three countries but did not find distance or sociocultural
differences to cause challenges. An example of a challenge was that development teams’
progress was blocked by unforeseen events, ‘most frequently caused by an unidentified
dependency with another team’ (Bick et al. 2018, p. 939). Teams were often unaware of other
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teams’ activities, and team representatives were also not part of discussions on inter-team
dependencies, as these happened in a central team that mainly consisted of people with
business competencies. The study explained that the lack of dependency awareness between
inter-team and team levels is rooted in misaligned planning activities during work specification
and later prioritization, estimation and allocation of work to a team. Based on a rich data
collection process, the study developed two propositions: i) dependency awareness is neces-
sary but not sufficient for effective coordination, and ii) planning alignment of all phases is
necessary but not efficient for dependency awareness. A recommendation for practice is to
ensure regular inter-team meetings by using counterparts of standard team-level arenas for
coordination in agile methods through joint planning, review and retrospective meetings.

A review by Edison et al. (2021) identified a set of practices across different large-scale
agile development methods. Table 2 shows the practices relevant to inter-team coordination,
which we grouped by coordination mode. In the following, we show knowledge to date on the
group, personal and impersonal modes of coordination. Note that a recent case study on inter-
team coordination mechanisms offers an alternative taxonomy, categorizing mechanisms
according to the four characteristics of technical, organizational, physical, and social
(Berntzen et al. 2022). We have chosen to use the modes proposed by Van de Ven (1976)
to easier relate to previously published theory on interteam coordination.

2.3.1 Group Mode Coordination

The previous section’s recommendation on regular inter-team meetings from the large-scale
hybrid development programme builds on earlier studies on the scrum of scrums as an inter-
team group mode coordination practice. A multicase study of large programmes with more
than 20 development teams indicated that this area was not working very well. The topics
discussed were not sufficiently relevant to the participants (Paasivaara et al. 2012). A recom-
mendation was to downscale this forum to ensure the relevance of topics. This form of

Table 2 Inter-team coordination mechanisms from (Edison et al. 2021), organized by coordination mode (Van
de Ven et al. 1976)

Mode Mechanism

Group Ad-hoc communication
Cross-team demo (review)
Mid-sprint review
Physical proximity of teams
Product owner coordination meetings, scaled product ownership
Scrum of scrums meetings
Synchronized sprint cycle
Theme review meetings
Virtual standup meetings

Personal Ad-hoc communication
Iterative proxy collaboration
Team member rotation

Impersonal Central team directives
A collaborative platform
Common goal for the sprints
Regular full integration of software, hardware and mechanics
A strategic roadmap
Visualization (dependencies, deliveries and IT project portfolio)
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scheduled meeting was also examined in the context of SAFe, with varied meeting outcomes.
Two cases focused on status reporting and less on what is recommended in SAFe—to address
risks. In one case, Gustavsson (2019, p. 9) reported that ‘none regarded the meeting as a place
to solve dependency issues’, while in a third case, the meeting—based on the dependencies
between teams—was used to help other teams. A misalignment between the corporate culture
and coordination routines is suggested to explain the mismatch between intention in SAFe and
practice.

Other studies have also shown that more meetings are used to coordinate large-scale
projects. A survey and case study described large agile projects as having multiple ‘committees
of specialists, including the meeting of scrum masters in the scrum of scrums’ (Hobbs and Petit
2017, p. 14). The study of the Perform programme found 13 coordination meetings, which
were mainly scheduled meetings, including a joint demonstration and scrum of scrums
meetings (Dingsøyr et al. 2018c). Retrospectives were, however, at the team level, but minutes
from meetings were read and acted on by programme management.

A particularly interesting meeting in SAFe is the product increment planning meeting,
described as a face-to-face event intended to create a shared mission and vision. Typically, the
planning horizon is eight to twelve weeks, which is commonly divided into four iterations.
Gustavsson (2019, p. 3) described this meeting as not only focusing on planning and
highlighting dependencies but also ‘inform[ing] and clarify[ing] the current context in terms
of the business, product, and architecture’. The standard agenda in SAFe gives the most room
for presentations, but a finding in three cases studied was that more and more time was used in
team breakout sessions.

Another line of studies mainly involving scheduled meetings deals with aligning work by
setting up groups for knowledge exchange across teams; these are called communities of
practice. We find reports of how this practice is used in organizations, such as Ericsson
(Paasivaara and Lassenius 2014) and Spotify (Smite et al. 2019), with insight into topics which
are usually covered, such as agile methods, infrastructure and back-end and front-end devel-
opment. Some communities focus primarily on learning or organizational development, while
others have a more direct focus on coordination through standardization practices, for exam-
ple, in defining coding standards or giving toolset recommendations (Smite et al. 2019). At
Ericsson, these communities are described as having a critical role in the transition to agile
development methods (Paasivaara and Lassenius 2014).

The group mode of coordination in large-scale agile development was further analysed in a
study of two empirical cases, with a focus on changes in coordination modes over time (Moe
et al. 2018). These changes included transitions from scheduled to unscheduled meetings and
from unscheduled to scheduled meetings. The study concluded that programme management
needs to be sensitive to changes in coordination needs over time. Edison et al. (2021) also
identified unscheduled meetings as a practice, described as ad hoc meetings and physical
proximity of teams in Table 2.

2.3.2 Personal Mode

The personal mode is used extensively in agile methods at the team level with pair program-
ming practice. However, what do we know about using the individual personal mode of
coordination in existing studies of large-scale agile development? Bick et al. (2018) described
coordination at the inter-team level as mainly traditional, relying on roles and hierarchy.
Although not reported, the personal mode was probably used for intra-team coordination
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within teams through practices such as pair programming and possibly through vertical layers
in the programme organization through direct communication between central team members
and team roles, such as product owners. Issues were escalated from the team to the inter-team
level, which could be an example of the vertical personal mode of coordination. In the Perform
programme (Dingsøyr et al. 2018b; Dingsøyr et al. 2018c), horizontal coordination was
facilitated by several factors, such as being located in the same physical open work area,
which allowed for easy direct communication (ad hoc communication in Table 2), rotating
team members between projects and forming new teams by splitting an existing team; several
arenas for informal communication, such as lunches and coffee breaks, also existed. Pair
programming was used extensively but mainly within development teams. Customer
representatives were available in the open work area for consultation. The study reported
that team members asked for advice across the teams and organizations which staffed
subprojects, and many emphasized the important facilitating role of the open work area.
Edison et al. (2021) also identified proxy collaboration, which we interpret as a role between
teams that fits into the personal mode.

2.3.3 Impersonal Mode

Impersonal coordination in large-scale programmes was reported by Bick et al. (2018) as
involving top-down planning, resulting in themes in a product backlog, epics in a release
backlog and user stories and tasks in sprint backlogs. A similar masterplan was used in the
Perform programme (Dingsøyr et al. 2018c) with deliverables that consisted of epics, which
were again broken down into user stories and tasks at the iteration level. Table 2 lists the
‘common goal for the sprints’ and the ‘strategic roadmap’ (Edison et al. 2021).

We also find several descriptions of routines in the Perform programme, such as architec-
tural guidelines, team routines and cross-team routines (e.g. scrum of scrums meetings).
Furthermore, the planning is done more in writing than what is common in agile development,
with a written description of the needs analysis and a solution description available on a
programme wiki. This could be seen as central team directives (Table 2), but the guidelines are
regularly updated based on feedback from retrospectives or work in architecture and business
projects. A post-project review evaluated the use of guidelines and found that some were
defined too late and some were not followed, as teams perceived that they resulted in less
flexibility; obtaining an overview was also challenging because of the number of guidelines in
the wiki. Furthermore, an instant messaging tool was used for asynchronous communication
amongst all programme participants.

A particularly interesting finding from Perform is that the plan was both available in an
issue tracker and as a physical board next to the team tables in the open work area. An
informant stated, ‘It takes two seconds to get an overview of the status [in a team], and from
my location [in the open work area], I could see almost all the boards, and then I would know
what had happened at the end of yesterday [in each team]’ (Dingsøyr et al. 2018c). The study
of inter-team coordination in SAFe cases showed variants of the board at the programme level.
The programme board included information such as features, dependencies between features
and relevant milestones for the next product increment (Gustavsson 2019). The study dem-
onstrated the use of physical and electronic boards and the different frequencies of updates
across the examined cases. Edison et al. (2021) listed several other studies that found
visualization to be a common practice.
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3 Method

To investigate our research question—how is the inter-team coordination strategy impacted by
a change from the first- to second-generation large-scale agile development methods—we
have designed a longitudinal embedded explanatory case study (Runeson and Höst 2009; Yin
2018). The systematic literature review of large-scale agile methods shows that ‘purposefully
designed longitudinal studies on the adoption and application of large-scale agile methods are
rarely seen in the existing literature’ (Edison et al. 2021). We draw on previously established
theories on coordination, mainly from management science, and from prior studies of inter-
team coordination in large-scale agile development. We position the study as a positivist case
study seeking to explain the impacts of a change by drawing on prior theory to define a set of
novel propositions. In the following, we describe the research design, the procedures for data
collection and the data analysis. The main limitations are discussed in Section 5.5.

3.1 Case Study Design

The objective of the present study was to increase the understanding of coordination in large-
scale agile development, particularly to empirically examine strategies for inter-team coordi-
nation. This means that we have not focused on coordination at the team level. Prior studies
have identified changes in coordination mechanisms over time, but as Edison et al. (2021)
found, few longitudinal studies have been conducted.

The case is a very large-scale agile development programme. A programme involves a
temporal organization, which differs from a permanent software development organization in
that many participants will work for a shorter period. The case was selected as one of several
large-scale software development projects followed in a research project. The criterion for
selecting the case was that it should be an extreme case for coordination in that it had a high
number of development teams (what we describe as a very large-scale agile development
programme) (Dingsøyr et al. 2014). The programme had 200 participants at the most, with
about 130 working in 10 development teams and in programme organization. The programme
was co-located, which meant that we did not need to focus on topics related to sociocultural
distance (Ågerfalk and Fitzgerald 2006) or distributed agile development (Šmite et al. 2010).
We describe the case as extreme for the following reasons. The first is its size. Second, the
programme is also an extreme case of a large-scale agile development method in the initial
choice of a first-generation large-scale agile development method which is more oriented
towards plan-based development than, for example, the Perform programme (Dingsøyr et al.
2018b). Our case was more oriented towards plan-based development in that it had two
projects, business and development, with formal handovers between them. When reorganizing,
the programme chose to work with continuous deployment and autonomous teams, which we
argue are more in line with agile principles (Baham and Hirschheim 2021) than some of the
second-generation large-scale agile development methods that, for example, prescribe a
number of roles.

The unit of analysis is inter-team coordination strategies between business and development
projects in the programme. The original plan was to focus on how the programme adjusted its
coordination strategies over time. The programme was planned with three releases, and the
plan for data collection focused on documenting practices and perceptions of practices
amongst different groups for each release. However, the programme did reorganize, which
gave us a unique opportunity to study changes in coordination after reorganization. As a
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consequence, we revised the data collection procedures, as described below. We focused on
two phases of the programme in which 10 development teams worked in parallel: one phase
using a first-generation large-scale agile development method and another phase using a
second-generation large-scale agile development method.

We asked to follow the programme from early 2017 and were granted access to interview
its participants, read relevant documents and observe meetings. We were also given a series of
briefings about the organization and the progress of the programme.

The study was part of a more extensive work in which we already obtained approval from
the Norwegian Centre for Research Data (reference 848,084). We secured informed consent
from the interview participants and ensured that the data used in the reports are not traceable to
individuals and that we regularly gave feedback about the findings to the case participants.

3.2 Data Collection

We had to carefully consider our strategy for data collection. The programme was located in
Oslo, but most of our research team members were located 500 km away in Trondheim. We
therefore chose to organize regular visits to the case, in which three to four researchers would
participate in the data collection and subsequent discussion. A PhD candidate partly contrib-
uted to the data collection and gave us much insight into the context by studying changes in the
central IT department of the case organization (Vestues 2021). The discussions after data
collection were crucial in developing a collective understanding of the programme organiza-
tion and coordination challenges amongst the research team.

Data collection was conducted through individual interviews, group interviews, observa-
tions and collection of documents. We also held meetings with programme management to
obtain an understanding of the organization of the programme. Field notes were written after
the meetings and observations.

We interviewed individuals in a variety of roles to understand coordination challenges and
practices, as shown in Table 3. Our primary focus was on software development practices, and
most of our informants had roles related to development; however, we also interviewed several
individuals in other roles to understand programme organization. The interview guides were
revised from a previous study (Dingsøyr et al. 2018b; Dingsøyr et al. 2018c) (see Appendix 1).
These guides focused on coordination challenges and practices, as well as on contrasting
between work on releases. The questions were mainly open and phrased in a language familiar
to the respondents, such as ‘What dependencies do you have on other teams? Examples?’ and
‘How do you manage dependencies’? We made minor changes in the last round of interviews

Table 3 Roles interviewed after the interview round and the phases in the programme

Phase Roles interviewed

First phase – round 1 Application architects (2), construction responsible, developer (2), functional
architects (2), functionality responsible, scrum master (2), senior solution
architect, solution manager, tester

End of first / start of second
– round 2

Customer manager, central IT, developer, functional architect, product owners (2),
programme owner, scrum masters (3), testers (2)

Second phase – round 3 Application architect, central IT (2), developer (2), programme manager, project
manager deployment, product owner (3), project manager development,
solution architect, test automation, tester
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to focus on the effects of work reorganization, which we call a transition from the first- to
second-generation large-scale agile development methods.

We visited the case three times over two days. We were three to four researchers
conducting semi-structured interviews in parallel, which were followed by a feedback session
with our interpretation of what was said. During the visits, the first interviews were conducted
by a pair of researchers to ensure consistency in the use of the interview guide. Later
interviews were conducted by a single researcher. The interviews lasted from 24 to 120 mi-
nutes, typically around 30 minutes. These were recorded and transcribed for analysis. In total,
we interviewed 39 informants—13 in December 2017, 12 in January 2019 and 13 in
November 2019. We conducted another interview in January 2020 (see the participants’ roles
in Table 3). As described in the limitations section, we could not interview participants from all
teams during all visits, but we always interviewed people involved in development or test,
requirements engineering, architecture and project or programme management. In total, the
interview material contained 456 pages of text.

We also invited key people from the programme to a workshop in October 2020, in which
we established a timeline and brainstormed on what worked well and what could be improved.
This workshop led to a separate article on key learning from the transformation process,
written with practitioners from the case (Dingsøyr et al. 2022). We further conducted group
interviews to discuss coordination and the requirements engineering process. The group
interview on coordination included a project manager and a product owner from NAV and a
project manager, an assisting project manager and the construction responsible for the
development project from Sopra Steria. This two-hour interview was recorded and transcribed
into a 42-page document.

When negotiating access to the case, we avoided data collection in periods close to a
release. Consequently, the first round of interviews was conducted during a relatively calm
period and could be characterized by a neutral mood amongst the subjects. The second round
was done after the initial shock of the reorganization had settled, which was characterized by a
mix of frustration and optimism. The third round was completed after the programme ended.
One of the researchers wrote, ‘I’ve never interviewed people who are uniformly so happy with
their situation!’ (Field notes, interview round 3).

We observed arenas for inter-team coordination, such as daily meetings and planning
meetings, when visiting the case. To obtain further insight, we also facilitated retrospectives
on team coordination in November 2017 and one on the delivery model in January 2018.
Apart from facilitating these two retrospectives, we did not intervene in how the programme
organized inter-team coordination.

The documents included an initial overall plan (39 pages), the proposal to reorganize the
programme (23 slides) and a document describing the new release pipeline (209 pages). We
also obtained access to minutes from team retrospectives, which provided insight into what the
teams perceived to work well and what was perceived as challenges.

3.3 Data Analysis

The data material was imported into a tool for qualitative analysis (Nvivo 12). All data material
was anonymised, and files were given attributes that described the programme phase, role
(where relevant) and which interview round the file belonged to (if relevant). The dominant
data source used in the analysis was the qualitative interviews.
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We used interview guides that gave us much context on the case. We first conducted
descriptive and holistic coding on material related to coordination. Three researchers first
coded the interviews independently and then compared the coding. This happened in a series
of workshop meetings, and the goal was to align our understanding of the codes. The three
researchers who participated in the coding all took part in the data collection and discussions of
the case over time, and all had prior experience in coding similar material.

We further independently coded the material in more detail by using codes on coordination
mechanisms, such as scrum of scrums meetings, issue trackers and artefacts, such as depen-
dency maps. 22 codes were taken from previous studies on coordination in large-scale agile
development (Dingsøyr et al. 2018b; Dingsøyr et al. 2018c). Coordination mechanisms were
coded in broad groups using the coordination modes proposed by Van de Ven et al. (1976): the
group, personal and impersonal modes. A sample text coded as ‘scrum of scrums’ and was
related to the first phase of the programme was ‘… we had scrum-of-scrums in which team
leaders on each team met, and then we could raise issues with the other teams; we often
identified if a team was waiting for another team, or if there were other causes for delay’.We
found 30 coordination mechanisms, as described in the results section.

We added coding about context, such as the descriptions of phases and product releases.
The context information also included the codes used to describe ‘programme complexity and
uncertainty’, ‘perceived project success’ and ‘coordination effectiveness’ (Fig. 1).

After coding, we engaged in several activities for within-case analysis (Eisenhardt 1989).
We first generated reports for the coordination mechanisms for each phase, which were
tabulated. Langley (1999) described this as a temporal bracketing strategy to theorize from
process data in which we see fairly stable processes within each phase. We can then examine
how the context affects each phase and determine the consequences of the processes in the
form of coordination efficiency. We had several discussions within the research team regard-
ing the findings, and we compared our initial results with those of another study (Carroll et al.
2020). Furthermore, the initial findings were presented, first, to the informants in the case and,
second, in an online open meeting at the IT department. We also wrote a report in Norwegian,
in which we presented the context and organization of the programme to obtain feedback on
our understanding, and we developed a description for a narrative strategy (Langley 1999).
Finally, in parallel with the analysis of the material for this article, the first author wrote a
magazine article with the key participants from the case; the article summarized key learning
from the transition (Dingsøyr et al. 2022). Overall, these activities helped us increase our
understanding of the organization and the challenges in the case.

Through this iterative process (Eisenhardt 1989), we built an explanation of coordination in
the case. Following the steps described by Sjøberg et al. (2008), first, we drew on existing
constructs from coordination theory from Van de ven et al. (1976) and Strode et al. (2012),
together with constructs from software engineering and agile software development. We also
used our novel definitions of first- and second-generation large-scale agile methods. Second,
by contrasting the two phases in the case study, we developed five novel propositions on
coordination in large-scale agile development, which we suggest describe the impact of
coordination in the transition from the first- to second-generation agile development methods.
Third, the discussion shows our logical justification for the proposition, building on both our
interpretation of the case study and our synthesis of related work presented in the background
section. Fourth, we discuss the scope of the suggested propositions in Section 5.4. Finally, we
discuss how the propositions might be tested in Section 5.5.
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4 Results

We first describe the parental benefit programme with its background and main objectives.
The presentation of the programme is built on analysed documents, external media coverage
and descriptions from informants. Section 4.2 describes the first phase with the organization of
the programme into projects (Fig. 4) and roles (Table 4); it presents findings on the effective-
ness of coordination in this phase, followed by findings on coordination mechanisms. Simi-
larly, Section 4.3 describes the second phase with programme organization with autonomous
teams (Fig. 7) and competence needs (Table 7), followed by findings on coordination
effectiveness and coordination mechanisms.

4.1 The Parental Benefit Programme

As part of the welfare system in Norway, parents with newborn babies can apply for benefits
as compensation for lost salaries during their parental leave. Every year, NAV processes about
100,000 applications for parental benefits or changes to these and distribute EUR 2 billion to
parents.

Prior to the parental benefit programme, parents filed applications for parental benefits on a
modern web interface. Then, NAV manually entered information from applications on paper
into another interface to process the applications. These were then handled using IT solutions
running on mainframe computers from the 1970s. NAV received 282,000 telephone inquiries
from users on these benefits per year. The system was described in national media as
‘complicated’, ‘time-consuming’ and ‘incomprehensible’.3

Overall, NAV runs more than 300 IT systems and operated with a model in which large
programmes to modernize IT solutions were given to subcontractors. In 2012, they initiated a
modernisation programme with a total budget of EUR 330 million to replace systems from the
1970s with a new platform with new services. Shortly after its initiation, 17 development
teams recruited from five subcontractors worked in parallel. After nine months, the modern-
isation programme was stopped because of a lack of progress; the cost was about EUR 70
million. This led to a parliament hearing and the resignation of the IT director and the director
of NAV. ‘The trust from the ministry was totally broken’, one of our informants in the
programme management stated (round 3).

The further modernisation of IT infrastructure was then replanned by smaller programmes
seeking to reduce risk, building on known technology and development processes. The
parental benefit programme was the second of three programmes, and the aim was to digitize

Table 4 Roles on programme level and roles in development teams in the first phase

Roles on programme-level Roles in development teams

Construction manager (1), controller (1), customer manager (1),
environmental manager (1), functional architects (7),
functionality responsible (1), performance test manager (1),
project manager (1), project support (1), PMO (1), quality
assurance (1), solution manager (1), senior solution architect
(1), test automation (1), test data responsible (1), test manager
(1).

Scrum master (1), application architect (1–2),
developers (5–6), testers (1–2)

3 https://www.vg.no/nyheter/innenriks/i/82rdG/nav-det-er-for-vanskelig-aa-soeke-om-foreldrepenger
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the application process for new parents’ parental benefits. Because of a new law, the old
system was to be replaced by 1 January 2019.

The new solution aimed to reduce the number of inquiries by 25%, achieving a self-service
rate of 80% and decreasing incorrect payments by 10%. NAV described the goal to be
achieved as follows: ‘(1) automatic application processing, (2) users can manage their
application through the self-service solution and (3) electronic collection of information from
caseworkers will provide better quality and more efficiency in application processing’.
(document describing the programme).

The parental benefit programme lasted from October 2016 to June 2019. We studied the
main part of the programme, which, at its peak, employed 130 people4 in 10 teams, of which
100 were external consultants from “Alpha” and Sopra Steria. The programme manager was
employed by NAV. The programme depended on functionality in about 20 other systems at
NAV.

The programme started by using an internally tailored first-generation large-scale agile
development method similar to that used in the Perform programme at the State Pension Fund
(Dingsøyr et al. 2018b), with certain changes. There were three planned releases—the
baseline, the settler and the digital—all including 50,000 to 75,000 hours of estimated work.
Nevertheless, for reasons that will be described in the following, the development model was
changed to a second-generation method in October 2018. As shown in the timeline in Fig. 2,
the programme started with one development team and gradually increased the number of
participants to 10 teams, which we describe as a very large programme. We reported the
lessons learned from the transformation process in a separate article (Dingsøyr et al. 2022).
The whole programme was physically collocated in the same work area, as shown at one time
in Fig. 3, on two floors. Some participants in the programme had also worked in the Perform
programme and had a background in this development method. The programme used a target
price contract model (PS2000 SOL) for the first two releases, but this was changed to a time
and material model in the second phase.

4.2 First Phase

The first phase included two releases. The baseline release was a digital application processing
system that automatically processed applications for one-time benefits. The settler release
expanded the application processing system to include all types of parental benefits and
integration with employers’ pay systems. This phase aimed to develop a complete decision-
making system adapted to the requirements of calculation in the law.

In this phase, the work was organized into four projects: business, development, test and
change management (Fig. 4). The business project was responsible for the phase of analysis of
needs, which was conducted in collaboration with the development project given a solution
description, before being assigned to a development team in the construction phase; after
development, the approval phase organized by the test project followed. This model was
similar to what was used in the Perform programme (Dingsøyr et al. 2018b). The programme
could then, at a particular time, be in the production phase of one release while being in the
construction phase of a second release and conducting the needs analysis for a third (Fig. 5).

4 The whole program had about 200 people at peak.
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The change management project introduced new solutions to the main user groups, end users
seeking parental benefits and caseworkers at NAV.

The development teams worked in three-week iterations with the four roles described in
Table 4. The business project and the development teams were located in different parts of the
work area, and the functional architects were located with the business project, but they
prepared solution descriptions of user stories for the development teams. These were made
in the programme wiki. There were 16 roles at the programme level, which are described in
Table 4.

When starting on the second delivery (settler, Fig. 2), the programme created a pilot test to
examine second-generation large-scale agile development methods in a cross-functional

Fig. 2 Programme timeline

Fig. 3 Physical work area where the programme was located in both phases
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autonomous team. A committee was formed to assess whether the entire programme should
change the delivery model.

In the focus group interviews, the informants described this phase as being characterized by
not only time pressure but also a meeting culture in the programme. This made decision
making time consuming:

‘It was a constant pressure to deliver. We had six to seven development teams that
should continuously be fed tasks for their sprints. And that is quite a number of people
and quite a lot of power in consuming user stories’ (manager, development project,
group interview).

‘… people were in meetings the whole time, and you’d never find anyone by their desk;
because you didnt’ find a person there, you had to invite them to a meeting… And when
first inviting, you’d also invite more people to make sure’ (business analyst, business
project, group interview).

An informant stated that, as people tended to have full schedules, calling for a meeting often
would delay decision making by more than a week.

Fig. 4 Organization of the programme with four main projects

Fig. 5 Development phases
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4.2.1 Coordination

The coordination in the first phase of the programme was characterized by the value chain,
with formal handovers between the phases (Fig. 5).

NAV used the consultancy company “Alpha” to assist in creating solution descriptions.
NAV and consultants from “Alpha” coordinated internally to prioritize and harmonize the
requirements across the value chain (CI1 in Fig. 6). The solution descriptions were then
handed to a group of consultants from the development project, who processed these into user
stories; these had to be approved by NAV before they could be handed to the development
teams (CE2). The development teams had to coordinate internally (CI2) in order to develop the
necessary code in the construction phase before handing the results back to NAV for testing
and approval. If the solution descriptions involved external systems, NAV or consultants from
“Alpha” would initiate contact with external partners to clarify how the process could be done
(CE1).

When the user stories are passed to the team level, the team would have to initiate new
contact with external partners in order to coordinate and book the necessary resources for
developing the external system (CE3).

Fig. 6 Overview of coordination when using first-generation large-scale agile development methods. CI is the
internal coordination in the programme, whereas CE refers to the various types of external coordination. Adapted
from the whiteboard during group interview on coordination. The dashed line indicates that there are more than
three teams
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Interviews with key persons in the programme indicated that internal coordination was
perceived to be working well:

‘Coordination internally in the business project and internally in the development
project worked well’ (manager, development project, group interview).

However, all parties expressed frustration with the coordination between the business project
and the development project in the first phase (CE2):

‘The coordination between projects was more demanding’ (manager, development
project, group interview).

‘In the business project, it was impossible to get insight into and obtain an understand-
ing of what was happening and how they were working in development. You described
needs, and it was like delivering to a black box’ (business analyst, business project,
group interview).

A retrospective in January 2018 focusing on the delivery model identified the ‘transitions
between [the] phases [of] analysis of needs, solution description and construction’ (Fig. 5) as a
main challenge. In the following, we will more closely examine internal coordination in the
development project, as well as the coordination between the business project and the
development project. In total, we identified 27 coordination mechanisms for CI2 and CE2:

4.2.2 Inter-Team Coordination in the Development Project

Internal coordination between the development teams in the development project was highly
structured. We identified 18 coordination mechanisms, as shown in Table 5, in which nine are
group mode mechanisms, five are personal and four are impersonal. An iteration would start
with a planning meeting in which the programme gathered all teams and presented tasks and
dependencies for the upcoming iteration. The teams would then break out for individual team
planning. Dependencies with other teams were mostly handled through the scrum master, who
would contact the scrum master of the team which had the dependency. After contact was
initiated, the developers involved would talk directly, use instant messaging or mail, or hold ad
hoc meetings to resolve dependencies. Teams working closely in an iteration could also be
moved physically next to one another to ease informal coordination.

‘We did it periodically—moved people around. Teams 2 and 4, for example, often
worked closely together, at least we used to in the last iteration, so then we moved
together for a time’ (application architect, development project, round 1).

The scrum masters conducted a daily standup for their team. The standups were staggered, so
it was possible to attend another team’s standup if a team had dependencies that needed to be
discussed. The scrum masters would also meet twice or thrice a week for a scrum of scrums
meeting.

Each team had a technical architect who attended a technical architecture forum. The
development project held what they called a technical review to transfer knowledge about
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new technology, and all developers could attend. This meeting was described as one of the
most important ones for inter-team coordination. One participant stated, ‘The technical review
is very good for aligning technical development across the teams’ (minutes from the retro-
spective focusing on inter-team coordination in November 2017).

During the first phase, the development project scaled up by adding more people; once the
teams grew too large, they were split, and new people were added. This led to what they called
‘stirring the pot’, and most developers were rotated between several teams, thus bringing
domain knowledge with them. The development project also had some roles on top of its team
structure; these were considered important coordinating roles. The construction responsible

Table 5 Coordination mechanisms, classifications, descriptions and coordination modes for internal intra-team
coordination in the development project (CI2)

Coordination Mechanism Classification Description Mode

Demo meeting Meeting Attended by all teams Group, scheduled
Functional architecture forum Meeting A forum to discuss dependencies Group, scheduled
Planning meetings Meeting A formal meeting to initiate an

iteration. All teams attended.
Presented tasks and dependencies
for the upcoming iteration.

Group, scheduled

Retrospectives Meeting Mandatory at the end of each iteration.
All retrospectives collected in a
common wiki.

Group, scheduled

Scrum of scrums Meeting Information flow between the teams.
The project manager was the key
stakeholder. Some discussion on
dependencies.

Group, scheduled

Staggered standup meeting Meeting Mandatory and staggered so that other
teams could attend one another’s
standup

Group, scheduled

Technical architecture forum Meeting A forum to discuss architectural
dependencies

Group, scheduled

Technical review Meeting An internal forum for the consultancy
company for knowledge transfer

Group, scheduled

Ad hoc meetings Meeting Used to clarify issues Group, unscheduled
Team member rotation Environment Used often when the number of teams

was growing to spread knowledge
Personal, horizontal

Pair programming Meeting Used to get graduates up to speed in
the project

Personal, horizontal

Instant messaging Tool Mainly Skype and Hipchat Personal, horizontal
One-on-one conversation Meeting Contact with other teams usually went

through the scrum master.
Personal, vertical

Key roles Role Certain people were critical for
keeping an overview and
coordinating. Main architect,
construction responsible.

Personal, vertical

Architectural guidelines Artefact Some overall figures available on
Confluence

Impersonal

Dependency map Artefact Introduced after a while to give
developers an overview of who they
would interact with during an
iteration

Impersonal

Physical layout Environment Teams were moved around when
working on interconnected tasks

Impersonal

Whiteboard Environment All teams had their own. Impersonal

    1 Page 24 of 49 Empirical Software Engineering            (2023) 28:1 



was often mentioned as a role that was engaged in frequent discussions with the teams to
ensure that the right people were coordinating across the teams:

‘The construction responsible worked almost full time with tasks which were in between
teams’ (manager, development project, the group interview).

At the end of the iteration, each team conducted a retrospective and documented the results in a
wiki.

They also arranged a common demonstration in which each team showed internal and
external stakeholders what it had produced in the iteration and sought to align demonstrations
from the teams:

‘We tried to achieve a flow there … we tried to talk about where we worked on in the
solution and achieve a natural flow, and then we got a smooth transition to the next
team’ (scrum master, development project, round 1).

Table 5 shows all the coordination mechanisms identified.

4.2.3 Inter-Team Coordination Between Business and Development Projects

Table 6 provides an overview of the coordination mechanisms between the business and
development projects. In our material, we identified a total of nine mechanisms, four group
modes, one personal mode, and four impersonal mode. For coordination between the two
projects, the development project had a dedicated team of what they called functional
architects, who would handle contact with the business project. The idea was that these team
members would divide their time equally between writing user stories and being available for
the development teams that would implement the user stories to clarify issues. In practice, they
spent most of their time in meetings with NAV. User stories were specified in formal and
informal meetings. There were formal working meetings to initiate work on a user story, and
there could be several user story meetings between the functional architects and the business
project to clarify issues. Finally, there was a formal approval meeting with NAV before the
user story was transferred to the business project’s issue tracker and scheduled for a future
iteration.

‘Regarding the solution descriptions, there were several meetings … both internal to us
and with the customer to work on those’ (project manager, development project, group
interview).

Many informants stated that a major challenge with coordination in this phase was that the
teams working on solution descriptions and user stories and the teams developing the solution
were not working on the same user stories simultaneously.

There was a perception of time pressure in the programme. A functional architect (devel-
opment project, round 1) stated that ‘The deadlines are short … we need to deliver to the
approval meeting on Thursday afternoon, have the approval meeting on Friday afternoon …
That is not how I’d like to do it’. Construction would then start the next week.

It could take months from the approval of a user story until a team began implementation,
and if there were issues that needed clarification, the people who wrote the description worked

Empirical Software Engineering            (2023) 28:1 Page 25 of 49     1 



on new tasks and had to try to recall what they had meant. This also led to a long feedback
loop and limited learning across organizational lines. The functional architects had their own
forums in which they discussed dependencies and tried to identify as many as possible before
development began. After a while, they introduced a dependency map presented to the
developers at the beginning of every iteration to increase awareness. Initially, the functional
architects were placed together with the business project, but they were eventually moved into
the development project with the teams they supported.

As stated, the retrospective in January 2018 focusing on the delivery model identified the
‘transitions between the phases of analysis of needs, solution description and construction’ as a
main challenge, which included a ‘too high focus on details early’ and ‘too late prioritisation of
requirements’. An informant described that the ‘documentation of needs and solution descrip-
tions was very extensive’ and that ‘requirements were very detailed’ (business analyst,
business project). At this stage, other challenges identified in the retrospective were ‘informa-
tion flow across the programme’ and ‘too many and too long meetings’.

4.3 Second Phase

The aim of the last release, the digital, was to create a self-service function integrated with an
extended application processing system and to support integration with health actors. The
goals for the release included creating a complete integration between a planning calendar and
a dialogue about benefit applications with users and conducting a digital dialogue between the
user and the application caseworker. The previous phase created a minimum viable product of
core functionality that was to be further developed. A main difference of this release was that

Table 6 Coordination mechanisms, classifications, descriptions and coordination modes for the coordination
between the business and development projects

Mechanism Classification Description Mode

Approval meeting Meeting Formal meeting in which NAV approved
the user story

Group, scheduled

Demo meeting Meeting Attended by all teams Group, scheduled
Working meeting Meeting Formal meeting between the functional architect

and the business project to start writing a user
story solution description

Group, scheduled

User story meeting Meeting Informal meetings to clarify issues in user stories
between the functional architect and the
business project

Group, unscheduled

Functional architects Role Dedicated team of people from the development
project responsible for detailing user stories
together with NAV and clarifying issues from
developers

Personal, horizontal

Dependency map Artefact The functional architects made a map of
dependencies between user stories and
presented it at the beginning of every iteration.

Impersonal

Issue tracker Artefact Jira was used to transfer user stories to developers. Impersonal
User story Artefact The approved solution descriptions for user stories

were transferred to the development project’s
issue tracker and then scheduled for a future
iteration.

Impersonal

Physical layout Environment Developers separated from solution description;
functional architects close to developers

Impersonal
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the programme was now to develop a solution that was in use and add new functionality in a
domain that was less well explored.

The programme manager set up an internal committee to suggest an organization and
delivery model for the last phase. They were mandated to propose changes in working
methods that could enable the programme to work better but which would not increase the
risk for the previous phase or for the time when a new solution was to be released (document,
proposal to reoganise the programme). Both NAV and suppliers were represented in the
working group. At the end of the first phase, the team was allowed to work independently
as an autonomous team that could continuously deploy new functionality. This team had good
experiences.

Furthermore, the central IT function in NAV defined a new way of working that was
different from the first-generation large-scale method of the first phase. A new IT director had
a vision that all IT developments should be done with agile methods (see Mohagheghi and
Lassenius (2021), (Bernhardt 2022) and (Vestues and Rolland 2021) for a description of
changes in the IT department). A new technical platform was introduced in other parts of
NAV, in which many non-functional requirements were handled in the platform; this made
development teams focus better on functionality towards users. This platform used container
technology and microservices and enabled an event-driven architecture.

Programme management did not think they had to change the delivery model: ‘Given the
size and complexity of the programme, it was well run—we delivered on time and we delivered
on budget’. However, they found that ‘It was very calculated; yes, we had sufficient control so
that we can work smarter. It was not like if we don’t change now, we’ll not deliver’ (manager,
NAV, round 3). However, other informants expressed that delivering a more complex solution
on a running system would have been challenging if the model had not been changed. A
software architect (round 3) stated, ‘We would not have had a chance’ to deliver a consistent
solution without changing the model.

The internal committee proposed reorganizing to cross-funcational autonomous teams, with
a gradual transition to continuous deployment (Fig. 7). The programme manager accepted the
proposal, which led to significant changes in the last phase.

Some were worried about the transition to autonomous teams: ‘I remember that at the
beginning, people were worried about how we can keep oversight, how we should coordinate
this and ensure that parts were coherent and that the teams align’ (business analyst, group
interview).

The change was perceived as a fundamental transition:

‘We were willing to adjust how we defined needs and solution descriptions. We’ve
transitioned from one extreme point to the other, from massive models with areas, epics
and user stories where everything is connected to the situation today, where things—in
the best case—are documented in a Slack thread’ (team manager, group interview).

Informants stated that there ‘was a lot less documentation … which I think everyone appre-
ciated’ (business analyst, group interview), and ‘a lot of roles disappeared’ (architect, group
interview). The work tasks were more focused. One informant stated the following:

‘The number of tasks you worked on simultaneously was reduced. But the quality of
what was done was greater. Tasks used to take a long time previously, which led you to
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have many tasks in process at all times. Now, the feeling was “this need will be
delivered by the end of the week”’ (business analyst, group interview).

There was an initial period characterized by a lack of coordination between teams:

‘I don’t knowmuch about what the other teams are doing now’ (test responsible, round 2).

However, the general perception was that it took time to adjust to the new delivery model, but
eventually, ‘we had a more streamlined use of tools, collaboration and coordination’ (man-
ager, group interview). An informant stated, ‘I found that we were providing a lot more value
in production the last half year of the programme’ (business analyst, group interview). As we
will describe, many of the old coordination mechanisms were re-introduced.

New regulations regarding the product were implemented in the winter of 2019. The
product went into maintenance and further development in June 2019. The programme won
the Norwegian prize for digitalisation the same year. Key objectives were met, such as the
degree of self-service on applications which was higher than the target of 80% (99.8% in the
spring of 2019). The time used to process applications was reduced from weeks or months to a
matter of seconds.5

4.3.1 Programme Organization

The programme was now organized with 10 cross-functional autonomous teams for all product
areas, as shown in Fig. 7. These teams were co-located and responsible for the product as a
whole, including quality. The degree of autonomy was adapted to the degree of coupling
between teams and dependencies. Still, most teams were eventually allowed to continuously
put deliveries into production.

Development was now organized according to a flow-based model (Fitzgerald and Stol
2017), which resulted in the disappearance of roles in the programme, and new cross-
functional autonomous teams were established with people from NAV and the two suppliers.
Much thought was given to organizing teams according to the product domain in a way that
would minimize the need for coordination.

5 https://www.nrk.no/norge/na-kan-du-fa-svar-pa-fodselspengesoknad-pa-ett-minutt-1.13915937

Fig. 7 The new organization with teams and supporting functions
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Continuous deployment started in early 2019. Many meeting arenas disappeared. New
support functions were established, as described in Table 7, and the teams received support
from two agile coaches to further develop their work processes. They also received initial
support from solution architects to ensure holistic architecture. The contract model was
changed so that the suppliers delivered resources to NAV.

The autonomous teams were described as cross-funcational autonomous product teams and
had approximately 12 members without formal management. Each team had a product owner.
The teams were sometimes moved in the office landscape to sit close to the teams with which
they collaborated.

Each team had a product owner from NAV; the consultants from “Alpha” and the
functional architects from Sopra Steria were designated functionals and tasked with helping
the product owner, as shown in Fig. 8. Otherwise, the teams mainly consisted of development
teams from the first phase. Some developers from NAV were also integrated into the teams.
These developers met across the teams and would eventually become the team that would take
over the solution once the development programme had ended.

4.3.2 Inter-Team Coordination Between Autonomous Teams

According to our informants from both consulting companies and NAV, the coordination
between NAV and developers improved with the new structure. ‘It strengthens the developers’
understanding of the domain and the product owner’s understanding of the technology. You
save a lot of time and get more work completed’. (functional architect, group interview).

At the same time, most of the arenas across the teams were removed in the reorganization to
allow the teams to be autonomous and freely decide on their involvement in meetings. Many
teams saw the arenas as timeconsuming and not crucial when operating as an autonomous
team. The first two to three months after the reorganization were challenging, mostly because
the developers from Sopra Steria were still under the old contract to deliver the last big
delivery. Once that had been delivered and the teams moved to daily deployment, the team
members from NAV, “Alpha” and Sopra Steria got a more similar focus, developed an identity
as a team and aligned their working processes.

All tools and processes were dropped in the reorganization, and teams adopted different
approaches to how they would like to work. Some lifted the old process into the new team
structure; others swore never to work with the wiki tool again. Eventually, some standardiza-
tion and new meeting arenas emerged in the new team structure. However, teams started to
take responsibility, and the need for competence at the programme level was quickly reduced
(Table 7).

Table 7 Competence needs at programme and team levels

Programme level Development teams

Benefit management, business management,
coordination with “external” teams, environmental
coordination, holistic architecture, project
management, PMO function (adapted to new
model), restructuring and communication, value
chain testing across teams, UX - holistic design.

Development competence, domain and business
competence, functional competence, team-lead
competence, technical architecture, test competence,
competence, UX competence.
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As shown in Table 8, we found 14 coordination mechanisms in this phase—seven in the
group mode, three in the personal mode and four in the impersonal mode. Some mechanisms
that reappeared did so in a different form, such as the demonstrations, which used to be
scheduled meetings but were now unscheduled. One informant missed the scheduled demon-
strations, which gave insight into what other teams were doing:

‘… I miss that, but I see that it could be difficult with the teams being autonomous and
they deciding what to show. So now, we have internal demos in our team; we try to have
them weekly’ (test responsible, round 2).

A common repository was used to host all code, and the issue tracker was reintroduced as the
standard way of documenting user stories, now including possible dependencies on other
teams. The scrum of scrums meeting was reintroduced to handle dependencies between teams.
The product owners reintroduced a product owner meeting to obtain a better overview of the
total solution. Furthermore, the functionals reintroduced a forum across the teams to discuss
dependencies between user stories, and the tech leads of the teams started meeting weekly to

Fig. 8 The reorganization into autonomous teams led to more intra-team coordination and less inter-team
coordination. Teams were cross-functional with product owners (POs) on each team, further team members
who had formely had roles as developers (D) and functional architects (F). The participants from two consulting
companies are shown in blue and green, participants from NAV in red. Teams would typically have 12 members
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discuss technical dependencies. A go-no-go meeting was introduced daily to discuss whether
to push the code from the previous day to production, which was described as an important
meeting that provided the participants with an overview of the programme’s status. At the
same time, the use of informal person-to-person or ad hoc meetings increased along with
instant messaging.

The work tasks for developers were less specified, which meant that they had to discuss
more with businesspeople. Some teams introduced a start-up conversation when initiating
work on a task, which was guided by the following questions: What is this task? Why should it
be this way? What are we looking for? The task description might be just a sentence or two.

To coordinate, the teams used task boards and an issue tracker with product queues for
backlog refinement and a common roadmap with an outline for the next four months.

5 Discussion

How is the inter-team coordination strategy impacted by a change from the first- to second-
generation large-scale agile development methods? The coordination strategy involves a
choice of coordination mechanisms to achieve coordination effectiveness in a certain situation.
Coordination effectiveness is an essential contributor to overall programme success. We start
by discussing the differences in the programme’s situation in the first and second phases. This
is followed by the perceived coordination effectiveness in the first and second phases. Finally,
we discuss the differences in the corresponding coordination strategies and suggest five
propositions related to our research question before discussing the main limitations.

5.1 Changes in the Programme Situation

To describe the situation, we first focus on what was similar in the first and second phases, and
then we present the factors relevant to choosing a coordination strategy (Van de Ven et al.
1976).

The programme organization consisted mainly of the same people at the end of the first
phase and the start of the second phase. There were no major changes in the overall goals and
aims of the programme, and the programme worked in the same physical office area with
physical proximity across the whole programme.

For unit size, the total size of the programme was moderately larger in the second phase. In
both phases, we describe the programme as a very large development programme with 10
development teams and a maximum of 130 participants in the part of the programme studied.
However, there was a large increase in unit size at the team level, as the teams were now
composed of both people from the business side and people from development. The pro-
gramme had larger team sizes than recommended in agile practices during both the first and
second phases. We describe the unit size as large.

As for task interdependencies, Van de Ven et al. (1976) defined interdependence as the
extent to which unit personnel depended on one another to perform their jobs. They further
identified four types of interdependence, from ‘independent’ work to a ‘team’. The transition
from a first-generation to a second-generation large-scale agile development method meant
that people from the business and development sides who needed to coordinate work on a user
story (the requirements in Strode’s taxonomy (2016)) were initially in different teams (working
in a sequential or reciprocal mode) but were later placed in the same team. Other types of
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knowledge dependencies in which the business side needed technical knowledge were also
now managed at the team level. Additionally, what Strode (2016) defined as historical
knowledge was now broader when including both business and developers in the same team.
Process dependencies were also managed at the team level, and resource dependencies were
largely handled at the team level. The restructuring of the programme meant that teams were
focusing on a product domain that sought to reduce the number of dependencies on other
teams. In practice, however, there were still many dependencies to manage, but the significant
difference was that dependencies were, to a much larger degree, handled at the team level. We
describe the number of task interdependencies as high.

One could argue that task uncertainty was lower in the second phase of the programme, as
i) many technical uncertainties were now handled by the platform, ii) the teams were
responsible for work within a product domain and iii) programme members had learned both
about the domain and technical architecture, as many had worked for over a year in the
programme. On the other hand, the programme was i) taking on tasks in an area which was
less explored, and ii) all new changes would be implemented on a system which was running
and iii) which had grown in size; at the same time, iv) there was more feedback from user
groups. Overall, we describe the situation as having a context with high task uncertainty in
both phases.

5.2 Coordination Effectiveness

Having described the situations in the phases, we now move our attention to coordination
effectiveness. As with developer productivity (Forsgren et al. 2021), we acknowledge that
coordination effectiveness is difficult to measure. The tasks in the two phases were very
different. One could further expect that there would be a gain in general work productivity as
programme participants learned about the domain and the technical system.

Although concluding that the programme was a success is early, many of the benefits
described in the business case have started to appear, as described in Section 4.3. Some studies
describe project success as a project’s capability to deliver on time and within the budget with
the expected quality (Ika 2009). The parental benefit programme was completed on time and
within the expected budget, and it delivered a solution for which the programme was awarded
the annual prize for digitalisation in Norway in 2019.

However, programme success does not necessarily mean that the programme has experi-
enced coordination effectiveness. From our qualitative interviews, we get an impression of
perceived challenges and successes in managing dependencies. Edison et al. (2021) listed
some challenges identified in prior studies on inter-team coordination, including synchronizing
across dynamic and fast-moving teams, addressing meeting overload, decreasing the many
handovers between teams as a result of end-to-end development and maintaining transparency
across a high number of teams.

In the first phase, we identified 27 coordination mechanisms internally between teams in
the development project (CI1) and between the business and development projects (CI2). The
informants perceived coordination to work well within the teams and projects, but there were
major challenges with coordination between the business and development projects. The
development model with teams for phases led to handovers between these two projects.
These handovers of solution descriptions of user stories resulted in knowledge dependencies
on requirements; the challenge was that there was often a long time from the completion by the
business project of a solution description of a user story to the actual development. Clarifying
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needs and requirements was frequently time consuming, as people on the business side were
fully booked in meetings. As Edison et al. (2021) reported, the number of meetings can
threaten coordination effectiveness. Teams experienced synchronization between teams within
the projects as working well, but there were indications of a lack of transparency across
projects, as the participants in the business project saw the development project as a black box.
Some statements suggest that the analysis of needs often resulted in too detailed descriptions,
sometimes leading to less autonomy for the developers and sometimes describing work which
was not technically feasible.

In the second phase, there was an initial period in which inter-team coordination suffered,
as most mechanisms were abandoned, and it was up to the autonomous teams to take the
initiative to establish new ones. After an initial phase, however, we identified 14 coordination
mechanisms in use. Most informants stated that coordination worked well. They could focus
on fewer user stories (reduction of cognitive load) and directly ask people about domain or
technical knowledge (manage knowledge dependencies at a lower level); many technical
issues were addressed by separate platform teams (also a reduction of cognitive load for team
members). One informant appreciated the ‘much tighter dialogue’. The change was described
as increasing the developers understanding of the domain and the product owner’s under-
standing of the technology, leading to more completed work.

5.3 Coordination Strategies

Given this background on the situation in the first and second phases and the perceived
coordination effectiveness, we now discuss the coordination strategies used, which, to a large
extent, were derived from the choice of a first- or second-generation agile development
method.

The systematic literature review shows that previous studies have identified creating
‘dependency awareness’ and having ‘different arenas for coordination over time’ (Edison
et al. 2021) as two success factors which particularly relate to coordination. We first describe
the coordination strategies in the first phase, followed by the second phase, and then we
compare the phases and compare the first- and second-generation large-scale agile develop-
ment methods. In Section 5.4, we develop five propositions on the impact of transitioning from
the first- to second-generation methods.

5.3.1 First Phase

As we show in the results, the first phase relied on a first-generation large-scale agile method,
which combined phases and roles and an overall programme organization with central ideas
from agile development, such as using scrum at the team level and having an overall flexible
product backlog, a team organization, proximity in that the whole programme was co-located
and a high presence of the business side through a dedicated project. The coordination
mechanisms in the first phase were mainly organized around the phases of development and
programme- and team-level roles, and inter-team coordination mainly took place through
scheduled meetings. Table 9 shows the characteristics of the two phases.

Most of the coordination mechanisms were stable during the first phase, apart from attempts
to remedy the coordination challenges identified between the business and development
projects. The new mechanisms introduced included dependency maps (impersonal), and the
functional architects were moved physically from the area where the business project was
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located to their development teams to ease informal coordination (unscheduled group meetings
and personal horizontal coordination). These measures were not seen as sufficient when
starting the last phase of the development project, in which new functionality was to be made
in an area that had been less explored, and the programme had to integrate new development
with the existing running solution.

Compared with the existing cases in the literature, we can note that there were several more
mechanisms for coordination than we found in the study of the enterprise software project
reported by Bick et al. (2018). That case illustrated challenges with many unforeseen depen-
dencies, while the first phase in our case experienced challenges with over-specification and
the time needed for clarification. Comparing this phase with the Perform programme
(Dingsøyr et al. 2018b), we note that both programmes use several coordination mechanisms
and organize work in phases and projects. However, the overall organization in the Perform
programme made a closer link between the development teams and the projects on architec-
ture, business and test, as most people in these projects worked 50% on a development team.
This led to knowledge flow between the four main projects; for example, in the business
project, people knew the background of the developers for whom they were writing solution
descriptions. In the Parental benefit programme, the business project did not have this
knowledge, and some experienced that they wrote solution descriptions which were given to
a black box. Comparing coordination in the first phase with what was reported from case
studies of the SAFe by Gustavsson (2019), we note that the Parental benefit programme
invested much in upfront planning, although it mainly relied on written documentation and not
so much on presentations as in product increment planning meetings. Dependency maps were
introduced, and there was an overall plan of work until the next release, which corresponded to
the board described by Gustavsson (2019).

5.3.2 Second Phase

As described, the change in the second phase to a second-generation large-scale agile
development method led to changes in coordination needs. The focus moved from coordina-
tion around phases to coordination around the product when transitioning to continuous
deployment and autonomous teams. The need for inter-team coordination was reduced, as
the management of a number of dependencies was now at the team level. From our data
material, it seems that the programme successfully reduced the challenge of knowledge
dependencies between the business and development projects by managing these at the team
level. The problem with process dependencies in which solution descriptions were finished
months before the actual development was also reduced for new user stories, as the whole team
was working on the same set of tasks. There were no phases that a user story had to go
through, but there was a setup with automatic and manual testing before the daily meeting, in
which decisions were taken on the deployment of new functionality (the go/no-go meeting).

Table 9 Inter-team coordination in the first and second phases

First phase Second phase

Phases and projects Continuous deployment
Explicit documentation: Solution descriptions Face-to-face communication (proximity)
Roles Autonomous teams
Scheduled meetings Unscheduled meetings and face-to-face discussions
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Some of the coordination which previously happened in meetings was then coded into the test
process. Moving the management of resource dependencies to the team level and making
teams responsible for a product area also led to fewer technical dependencies on other teams
and fewer challenges with managing resources. Overall, we can say that the second-generation
development model led to a transition of coordination work from the inter-team to the team
level. However, although the intention was to reduce dependencies between teams as much as
possible, inter-team coordination was still needed. The decision to give teams autonomy led to
an initial loss of arenas for this purpose. As described in the results, it took several months
before a number of coordination mechanisms were re-introduced. With the exception of the
go/no-go meeting, techlead forum and change of demo meeting from scheduled to unsched-
uled (Table 8), the coordination mechanisms in the second phase were similar to the ones in
the first phase.

Although we argue that the main changes in coordination strategy involved moving the
focus from phases and roles to the continuous deployment of product and autonomous teams,
we also note interesting changes in patterns in the inter-team coordination work. The first
phase was characterized by many scheduled meetings (11 in total: three arenas for the business
project and eight arenas for the development project), as well as the use of unscheduled
meetings, the personal mode through one-to-one discussions across teams and the impersonal
mode through tools, such as user stories in a wiki and dependency maps. However, in the
second phase, we found fewer scheduled meetings (five, including the scrum of scrums
meetings). The demo meeting was scheduled in the first phase, but it was changed to an
unscheduled meeting in the second phase. We still find personal and impersonal modes for
inter-team coordination. In sum, however, we describe the main change as a reduction in
scheduled meetings and an increase in informal modes of coordination through unscheduled
meetings and face-to-face discussions between individuals (personal, horizontal).

In the determinants of coordination identified by Van de Ven et al. (1976), they found that
an increase in unit size led to an increased use of impersonal coordination mechanisms in the
greater use of policies, rules and procedures to coordinate activities, as well as to a decrease in
the use of scheduled and unscheduled meetings. Our empirical findings show that autonomous
teams can manage inter-team dependencies using all mechanisms, but the increase in unit size
did not lead to an increased use of the impersonal mode; instead, it led to more mutual
adjustment mainly through unscheduled meetings and personal horizontal coordination mech-
anisms. A possible explanation could be that high task uncertainty and high task interdepen-
dence have a greater impact on the coordination strategy. It could also be that the increase in
unit size in our case was not sufficiently large to have an impact.

Two propositions on coordination were developed in the study of a large enterprise
software programme reported by Bick et al. (2018). First, dependency awareness is necessary
but not sufficient for effective coordination. Suppose we accept that the coordination strategy
was successful, particularly in the second phase of the Parental Benefit programme. In that
case, we note that there was a period in which the programme experienced a lack of
coordination after the abandonment of most inter-team coordination mechanisms. With the
reintroduction of coordination mechanisms, such as the functional architecture forum, the
awareness of dependencies on other teams increased; this, along with other mechanisms,
enabled planning alignment, which Bick et al. (2018) proposed as a second proposition for
effective coordination. We note that although there were fewer scheduled meetings than in the
first phase, there were still arenas for joint planning and review (optional participation in demo
meetings), but retrospectives were still at the team level.
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Comparing coordination in the second phase to other studies of second-generation large-
scale agile development methods, we see that (e.g. compared to Gustavsson’s study of SAFe
(2019)), the coordination strategy is less dependent on planning meetings, as in the product
increment planning in SAFe. Planning was now a continuous process in inter-team coordina-
tion meetings between roles, such as the functional architects. Scrum of scrums meetings were
reintroduced, but unlike Gustavsson’s findings, our informants reported that this arena was
working well. The initiation of fora across teams was decided by the teams themselves, much
like we see that communities of practice have been initiated and supported by teams at Spotify
(Smite et al. 2019) and Ericsson (Paasivaara and Lassenius 2014).

In addition to the major changes in coordination strategy shown in Table 9, we would like
to emphasize two points. First, the move to continuous deployment also led to a higher
frequency in coordination. The first phase had iterations that lasted three weeks, while the
second phase made it possible with much shorter feedback cycles throughout the programme.
Continuous deployment was enabled by reorganizing the programme in autonomous teams
and the new technical platform, which moved many concerns to platform teams. We did not
hear from our informants that they experienced a too heavy workload in coordination
activities, and this might have resulted from the autonomy given to the teams, as it was up
to them to decide in which arenas to participate. Second, most of our informants saw the
second phase as more in line with the principles of agile software development. In his article
on sociotechnical coordination, Herbsleb (2007) asked if carefully designed architectures
could isolate work at different sites in global software development. In our case, we found
that these architectural changes were also important in enabling the autonomy of the teams,
which made room for local process differences.

5.3.3 Coordination Mechanisms Over Time

After an initial period, we have shown evidence of increased coordination effectiveness in the
second phase, which indicates better congruence between the situation and the coordination
strategy. Prior studies (Edison et al. 2021) have indicated that continuous improvement is
critical in large-scale agile development, typically organized through team- or programme-
level retrospectives. The coordination challenges in the first phase were identified in retro-
spectives, and actions were taken to reduce the impact of the challenges. Why did the
programme wait until the last phase to drastically reorganize? As we described in the case
background, there was a strong pressure to deliver after an earlier programme failure. The
programme started with a known process and technology to reduce risks. If the programme
had changed to a second-generation method earlier or even from the start, it might be that
awareness of dependencies would take more time to establish than when relying on many
scheduled meetings at the start. The reliance on scheduled meetings can also be seen in other
large-scale agile development programmes (Dingsøyr et al. 2018b; Hobbs and Petit 2017).

A critique of large-scale agile development methods is that they provide static advice on
coordination (Gustavsson 2019), prescribing a minimum setup with scheduled meetings, an
organization relying on teams, regular interactions with stakeholders and, in some cases,
specific roles, such as the release train engineer role in SAFe. From prior studies, we have
also seen that coordination mechanisms are dynamic structures that change over time
(Dingsøyr et al. 2018c). However, there is little advice in second-generation methods on
how coordination mechanisms can be tailored to the situation at hand. Our study shows the
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impact of change in coordination strategy, although determining which improvements in
coordination effectiveness stem from shortening feedback loops is difficult by going from
iterations to continuous deployment, by going from focusing on roles and projects to giving
teams autonomy or by changing the mode of coordination from mainly relying on scheduled
meetings to mainly relying on unscheduled meetings and personal horizontal coordination.
Our rich description of the change in coordination strategy shows what Jarzabkowski et al.
(2012) described as an absence of coordination, mainly of knowledge dependencies between
the business and development projects. Furthermore, efforts to fill this absence with minor
changes to the first-generation method were not successful in achieving coordination effec-
tiveness. The coordination challenges were first solved (new coordination mechanisms
emerged) when transitioning to the second-generation method in the second phase. However,
this change introduced new challenges for inter-team coordination, as old arenas were
abandoned. It required time until the new mechanisms stabilized in a situation described by
the informants as having high coordination effectiveness.

5.4 Coordination Strategies in the First- and Second-Generation Methods: Five
Propositions

Summarizing the changes using van de Ven et al.’s (1976) framework, we see the following:

& A change in the use of the impersonal mode – less written handovers between the business
and development functions but the use of impersonal coordination through the technical
infrastructure

& More horizontal individual mode – more direct coordination within the teams
& Fewer scheduled meetings – a dramatic reduction in scheduled meetings; it was up to the

teams to decide what arenas to use.
& More unscheduled meetings – smaller meetings within and between teams. Other teams’

programme participants who were not fully booked in meetings but were available.

After describing the phases and coordination over time, we discuss the central characteristics
of the first- and second-generation large-scale agile methods. We develop five propositions
(see Table 10) based on our findings and the discussion of prior studies. As described in the
background, first- and second-generation methods differ with respect to their main principles
and practices. However, as we have seen in the results section, coordination requires signif-
icant effort and many arenas, both when using a first- and a second-generation method. This
leads to the following:

Proposition 1:
Large-scale agile inter-team coordination requires a combination of group, personal
and impersonal modes for the effective management of knowledge, process and resource
dependencies.

In line with the findings from other studies of large-scale agile development (Dingsøyr et al.
2018c), we found that scheduled meetings were fundamental coordination mechanisms in the
early stages when using a first-generation large-scale agile method. This leads to the following:
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Proposition 2:
Scheduled meetings are important in the early phase of large-scale agile development
programmes to build knowledge of domain and technical expertise, establish inter-team
processes and manage resource dependencies.

Furthermore, when a second-generation method was adopted in the second phase, a new
technical platform enabled continuous delivery, which increased the feedback speed. It was
mainly an impersonal coordination mode, but it also involved the new (but short) go-no-go-
meeting to decide on deployment. This enabled team autonomy, as many dependencies were
moved from the inter-team to team levels. Placing both business and development people in
cross-functional teams led to fewer handovers, and requirement dependencies, in particular,
were managed at a low level.

Proposition 3:
Organizing work around the product instead of projects and phases reduces inter-team
coordination needs and thus contributes to the more efficient management of require-
ment dependencies.

Thus, the second-generation method enables work that is more in line with the key principles
of agile development.

However, we observe a lack of coordination after the transition to the second-generation
method. Other studies have shown a significant risk of coordination breakdowns if dependen-
cies are not managed at the correct levels. We speculate that if the programme had adopted a
second-generation method early, it could risk even more breakdowns.

Proposition 4:
A transition from a first-generation to a second-generation large-scale agile method
requires significant domain and technical knowledge amongst programme participants.

Finally, as some old mechanisms were re-established, the programme was perceived to achieve
high coordination effectiveness. Many of the roles at the programme level were removed, and
supporting functions established in the last phase were also reduced or removed. Overall, the
programme was able to move resources from coordination to development.

Proposition 5:
Second-generation large-scale agile development methods, compared with first-
generation methods, achieve coordination through the more efficient use of resources.

Summarizing our discussion, we see that large-scale agile development methods will impact
the coordination strategy. The determinants suggested by Van de Ven (1976) might need to be
supplemented by other factors, such as domain and technical knowledge and experience with
agile approaches, when choosing between the first- and second-generation methods. What
factors are important for that choice is beyond the scope of our paper. We conclude that
choosing first- or second-generation agile development methods will have significant impli-
cations on the coordination strategy in that specific mechanisms are given priority and other
mechanisms are restricted.
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Could there be other explanations for the improved coordination effectiveness? As we have
mentioned, one could expect that the whole development organization would become more
productive over time, as it learns about the technical product and the domain. However, we
have shown that there is a significant change in the use of coordination mechanisms, and if
learning should explain improvement, we would have expected to see such an improvement
earlier and not after the transition. The informants reported new coordination challenges after
the transition, which is also an argument for why the transition impacted the coordination
mechanisms.

Is it correct to describe the changes as a change in the whole development method and not
improvements caused by autonomy and continuous deployment? We see autonomy and contin-
uous deployment as key characteristics that show a more agile approach than in the first-
generationmethods. These changes also impacted the number of roles, decision-making authority
and the speed of decision making and learning. We think the change was so fundamental that it is
correct to describe it as a transition from one generation of methods to the next.

5.5 Limitations and Evaluation

There are several limitations to the chosen approach. We discuss construct, internal and
external validity, as well as reliability (Runeson and Höst 2009):

Construct validity To ensure construct validity, we have built on established constructs, such
as coordination mechanisms, but in the interview guides, we used wording such as ‘depen-
dencies’ and ‘arenas to manage dependencies’. We acknowledge limitations in how we
measure constructs in Fig. 1, such as project success and coordination effectiveness. We are
formulating theory in a field in which there is no unified agreement on how to measure what is
better. As with developer productivity (Forsgren et al. 2021), different groups can perceive
coordination effectiveness differently.

Internal Validity We have discussed possible alternative explanations for the changed per-
ceptions of coordination effectiveness and have sought to document the coordination chal-
lenges in each phase through multiple sources of evidence (interviews, group interviews,
observations, documents). As described in the methods section, we cover a number of roles but

Table 10 Propositions which can form a basis for a new theory on coordination for the particular context of
large-scale agile development

Proposition Description

1 Large-scale agile inter-team coordination requires a combination of group, personal and imper-
sonal modes for the effective management of knowledge, process and resource dependencies.

2 Scheduled meetings are important in the early phase of large-scale agile development programmes
to build knowledge of domain and technical expertise, establish inter-team processes and
manage resource dependencies.

3 Organizing work around the product instead of projects and phases reduces inter-team coordi-
nation needs and thus contributes to the more efficient management of requirement dependen-
cies.

4 A transition from a first-generation to a second-generation large-scale agile method requires
significant domain and technical knowledge amongst programme participants.

5 Second-generation large-scale agile development methods, compared with first-generation
methods, achieve coordination through the more efficient use of resources.
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not all roles in the programme, and we have not interviewed participants from all teams. We
have presented our preliminary findings to the case participants and fellow researchers.

External Validity A typical weakness in building theory from case studies is that a theory can
be overly complex or be a ‘narrow and idiosyncratic theory’ (Eisenhardt 1989, p. 547). Do our
propositions have the right scope (Sjøberg et al. 2008)? We have sought to overcome these
weaknesses by building on established theory and constructs and by arguing that the propo-
sitions are likely to hold for instances of first- and second-generation agile development
methods other than the instances in our empirical case. One might argue that large-scale agile
development is not a common phenomenon and that the propositions are too narrow, but we
believe that it is an important area, showing that methods work with certain adjustments in an
area few had thought possible when agile methods were initially formulated.

Has this study generated new insights, is the new theory supported by evidence and have
we ruled out rival explanations (Eisenhardt 1989)? We argue that the novel propositions
represent a major step forward in our understanding of coordination in large-scale agile
development and that we have established new concepts in the form of first- and second-
generation large-scale agile development methods that will clarify the differences between
approaches. The propositions are supported by evidence from multiple sources, and we have
provided a rich description of the context. We have discussed what we see as the main rival
explanation.

Reliability A large-scale agile development programme is a complex unit of analysis. We
have attempted to cope with this complexity by engaging a large research team (Ribes 2014).
A large team meant that we needed to be aligned internally by jointly developing semi-
structured interview guides and using a tool for qualitative analysis and a shared file repository
as our case database. The method section describes the analysis process and steps in theory
development, while the results section shows tracability to data through informant quotes and
the narrative.

6 Conclusion

Coordination has been a key concern in large-scale agile software development (Dingsøyr
et al. 2019b; Edison et al. 2021). This development is characterized by high uncertainty about
how tasks should be solved, a large number of interdependencies between tasks and a high
number of people involved—what van de Ven et al. (1976) described as a high unit size.

Coordination has long been a key topic in global software engineering. Herbsleb (2007, p.
9) concluded that for coordination problems, we lack an understanding of tradoffs between
tools, practices and methods and an understanding of when the solutions are applicable.

We have reported on two phases of a very large-scale development programme, provided a
background of the programme’s situation in each phase and discussed coordination efficiency
and coordination strategies. We contribute to the discussion on the conditions of the applica-
bility of coordination mechanisms in large-scale agile development and the tradeoffs between
coordination mechanisms.

We describe the first phase as first-generation large-scale agile development, combining
advice from agile methods with advice from project management. The second phase replaced
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advice from project management with current ideas in software development in what we
describe as second-generation large-scale software development, with 10 teams that were
given significant autonomy and were reorganized into teams after product domain, delivering
on a new platform. The change led to a massive increase in the number of deployments of the
product from twice a year to daily deployments. We have investigated this change in the focus
of coordination from the first focus on the phases of identifying needs, describing a solution,
implementing and testing to coordinating around the product. The change was generally
perceived as successful, with the programme receiving a prize for digitalisation and our
informants appreciating the much tighter dialogue; the latter was characterized as leading to
a better understanding of the domain for developers and a better understanding of the
technology for product owners.

We have explained the change from the first- to second-generation large-scale agile
development methods as having a major impact on coordination. The coordination mecha-
nisms were decided on by the teams themselves when using the second-generation method;
there were fewer intermediaries, and the reduction of dependencies between teams led to a
decrease in inter-team coordination and an increase in intra-team coordination.

Our findings have implications for theory in that we have established the concepts of first-
and second-generation large-scale agile developments, which can make future studies concep-
tually clearer. Compared with the initial findings on inter-team coordination (Edison et al.
2021), we develop propositions that we hope can form a basis for a new theory on coordination
for the particular context of large-scale agile development.

For practitioners, we believe that the main implication of our findings is that they show the
implications of change in a coordination strategy. Many organizations are considering large-
scale agile methods (Dingsøyr et al. 2019b; Edison et al. 2021), but our study suggests that the
choice of a coordination strategy might be a more important question than the selection of a
method. We also provide a rich description of changes in coordination mechanisms when
transferring from the first- to second-generation large-scale agile development frameworks,
which will be helpful in the many organizations currently in this process.

With the extended use of second-generation methods, we hope that future studies could first
test the propositions in contexts other than that of our study, with other instances of first- and
second-generation large-scale agile methods and other configurations of project complexity,
uncertainty and project success. Second, we suggest exploring changes in coordination practices
over time in arrangements in which much of the coordination is at the team level—in environ-
ments with a high degree of autonomy. Third, we hope that studies on coordination could further
our understanding of inter-team coordination by examining coordination between different types
of teams, for example, the types suggested in the practitioner literature, such as feature teams and
platform teams, as well as other supporting teams in organizations (Skelton and Pais 2019).

Appendix 1: Interview guides

Interteam coordination, third round

& Could you describe the programme?
& Have there been changes in the organization? How/why?
& Could you describe your role in the programme?
& Have you had similar roles previously? What is different in this programme?

    1 Page 42 of 49 Empirical Software Engineering            (2023) 28:1 



& What do you perceive as the main challenges in your role?
& Who do you relate to in your role?
& Have there been any changes in how you work?
& In which circumstances do you need to coordinate with other teams?
& Which dependencies do you have on other teams? Examples?
& How do you manage dependencies?
& Which arenas have you used to manage dependencies?
& How would you describe coordination effectiveness?
& Have there been changes to how dependencies are managed?
& Have there been changes to how the programme is organized? If so, how did you

experience changes?
& How do you coordinate with external stakeholders?
& How do you coordinate with external programmes/products/processes in the customer

organization? Examples?

Work method, third round

& What work practices do you use

– internally in the team,
– across teams,
– with respect to architecture and
– against external stakeholders?

& Could you describe a typical iteration at the start of the programme
& Could you describe the last or current iteration?
& Have your ways of working changed over time?
& What has changed?
& Why?
& Who initiated the change?
& The change occurred at what level?
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